Introducción a TensorFlow

Esta guía le permite comenzar a programar en TensorFlow. Antes de utilizar esta guía, [instale TensorFlow](https://www.tensorflow.org/install/index) . Para aprovechar al máximo esta guía, debe saber lo siguiente:

* Cómo programar en Python.
* Al menos un poco sobre arreglos.
* Idealmente, algo sobre el aprendizaje automático. Sin embargo, si sabe poco o nada acerca del aprendizaje automático, esta sigue siendo la primera guía que debe leer.

TensorFlow proporciona varias API. La API de nivel más bajo, TensorFlow Core, le proporciona un control de programación completo. Recomendamos TensorFlow Core para los investigadores que aprenden a máquina y otros que requieren niveles finos de control sobre sus modelos. Las API de nivel superior se construyen sobre TensorFlow Core. Estas API de nivel superior suelen ser más fáciles de aprender y usar que TensorFlow Core. Además, las API de nivel superior hacen que las tareas repetitivas sean más fáciles y coherentes entre los diferentes usuarios. Una API de alto nivel como tf.estimator le ayuda a administrar conjuntos de datos, estimadores, entrenamiento e inferencia.

Esta guía comienza con un tutorial sobre TensorFlow Core. Posteriormente, demostraremos cómo implementar el mismo modelo en tf.estimator. Conocer los principios de TensorFlow Core te dará un gran modelo mental de cómo las cosas funcionan internamente cuando usas el API de nivel superior más compacto.

Tensores

La unidad central de datos en TensorFlow es el **tensor** . Un tensor consiste en un conjunto de valores primitivos conformados en una matriz de cualquier número de dimensiones. El **rango de** un tensor es su número de dimensiones. Aquí hay algunos ejemplos de tensores:

3 # a rank 0 tensor; this is a scalar with shape []  
[1., 2., 3.] # a rank 1 tensor; this is a vector with shape [3]  
[[1., 2., 3.], [4., 5., 6.]] # a rank 2 tensor; a matrix with shape [2, 3]  
[[[1., 2., 3.]], [[7., 8., 9.]]] # a rank 3 tensor with shape [2, 1, 3]

TutorFlow Core tutorial

Importación de TensorFlow

La instrucción de importación canónica para los programas TensorFlow es la siguiente:

import tensorflow as tf

Esto le da a Python acceso a todas las clases, métodos y símbolos de TensorFlow. La mayor parte de la documentación asume que usted ya ha hecho esto.

El Gráfico Computacional

Podría pensar que los programas TensorFlow Core consisten en dos secciones discretas:

1. Construir el gráfico computacional.
2. Ejecución del gráfico computacional.

Un **gráfico computacional** es una serie de operaciones TensorFlow dispuestas en un gráfico de nodos. Vamos a construir un gráfico computacional simple. Cada nodo toma cero o más tensores como entradas y produce un tensor como una salida. Un tipo de nodo es una constante. Como todas las constantes de TensorFlow, no toma entradas, y produce un valor que almacena internamente. Podemos crear dos Tensores de punto flotante node1y node2como sigue:

node1 = tf.constant(3.0, dtype=tf.float32)  
node2 = tf.constant(4.0) # also tf.float32 implicitly  
print(node1, node2)

La declaración final de impresión produce

Tensor("Const:0", shape=(), dtype=float32) Tensor("Const\_1:0", shape=(), dtype=float32)

Observe que la impresión de los nodos no genera los valores 3.0y 4.0como es de esperar. En su lugar, son nodos que, cuando se evalúan, producirían 3.0 y 4.0, respectivamente. Para evaluar realmente los nodos, debemos ejecutar el gráfico computacional dentro de una **sesión** . Una sesión encapsula el control y el estado del tiempo de ejecución de TensorFlow.

El código siguiente crea un Sessionobjeto y luego invoca su runmétodo para ejecutar suficiente del gráfico computacional para evaluar node1y node2. Ejecutando el gráfico computacional en una sesión de la siguiente manera:

sess = tf.Session()  
print(sess.run([node1, node2]))

vemos los valores esperados de 3.0 y 4.0:

[3.0, 4.0]

Podemos construir cálculos más complicados combinando Tensornodos con operaciones (las operaciones también son nodos). Por ejemplo, podemos agregar nuestros dos nodos constantes y producir un nuevo gráfico de la siguiente manera:

node3 = tf.add(node1, node2)  
print("node3:", node3)  
print("sess.run(node3):", sess.run(node3))

Las dos últimas instrucciones de impresión producen

node3: Tensor("Add:0", shape=(), dtype=float32)  
sess.run(node3): 7.0

TensorFlow proporciona una utilidad llamada TensorBoard que puede mostrar una imagen del gráfico computacional. Aquí hay una captura de pantalla que muestra cómo TensorBoard visualiza el gráfico:
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Tal como está, esta gráfica no es especialmente interesante porque siempre produce un resultado constante. Un gráfico puede parametrizarse para aceptar entradas externas, conocidas como **marcadores de posición** . Un **marcador de posición** es una promesa de proporcionar un valor más adelante.

a = tf.placeholder(tf.float32)  
b = tf.placeholder(tf.float32)  
adder\_node = a + b  # + provides a shortcut for tf.add(a, b)

Las tres líneas anteriores son un poco como una función o una lambda en la que definimos dos parámetros de entrada (ayb) y luego una operación sobre ellos. Podemos evaluar este gráfico con múltiples entradas utilizando el argumento feed\_dict al [método run](https://www.tensorflow.org/api_docs/python/tf/Session#run) para alimentar valores concretos a los marcadores de posición:

print(sess.run(adder\_node, {a: 3, b: 4.5}))  
print(sess.run(adder\_node, {a: [1, 3], b: [2, 4]}))

resultando en la salida

7.5  
[ 3.  7.]

En TensorBoard, la gráfica se ve así:

![TensorBoard captura de pantalla](data:image/png;base64,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)

Podemos hacer que el gráfico computacional sea más complejo añadiendo otra operación. Por ejemplo,

add\_and\_triple = adder\_node \* 3.  
print(sess.run(add\_and\_triple, {a: 3, b: 4.5}))

produce la salida

22.5

El gráfico computacional anterior se vería de la siguiente manera en TensorBoard:
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En el aprendizaje de máquina, normalmente queremos un modelo que puede tomar entradas arbitrarias, como la anterior. Para que el modelo pueda ser entrenado, debemos ser capaces de modificar el gráfico para obtener nuevas salidas con la misma entrada. **Las variables** nos permiten agregar parámetros entrenables a un gráfico. Se construyen con un tipo y un valor inicial:

W = tf.Variable([.3], dtype=tf.float32)  
b = tf.Variable([-.3], dtype=tf.float32)  
x = tf.placeholder(tf.float32)  
linear\_model = W \* x + b

Las constantes se inicializan cuando llamas tf.constant, y su valor nunca puede cambiar. Por el contrario, las variables no se inicializan cuando se llama tf.Variable. Para inicializar todas las variables en un programa TensorFlow, debe llamar explícitamente a una operación especial de la siguiente manera:

init = tf.global\_variables\_initializer()  
sess.run(init)

Es importante darse cuenta de que inites un identificador para el subgráfico TensorFlow que inicializa todas las variables globales. Hasta que llamamos sess.run, las variables no se inicializan.

Dado que xes un marcador de posición, podemos evaluar linear\_modelpara varios valores de formaxsimultánea de la siguiente manera:

print(sess.run(linear\_model, {x: [1, 2, 3, 4]}))

para producir la salida

[ 0.          0.30000001  0.60000002  0.90000004]

Hemos creado un modelo, pero no sabemos lo bueno que es todavía. Para evaluar el modelo en los datos de entrenamiento, necesitamos un ymarcador de posición para proporcionar los valores deseados, y necesitamos escribir una función de pérdida.

Una función de pérdida mide cuán distante está el modelo actual de los datos proporcionados. Utilizaremos un modelo de pérdida estándar para la regresión lineal, que suma los cuadrados de los deltas entre el modelo actual y los datos proporcionados. linear\_model - ycrea un vector donde cada elemento es el error del ejemplo correspondiente delta. Llamamos tf.squarea cuadrar ese error. Entonces, sumamos todos los errores cuadrados para crear un solo escalar que abstrae el error de todos los ejemplos usando tf.reduce\_sum:

y = tf.placeholder(tf.float32)  
squared\_deltas = tf.square(linear\_model - y)  
loss = tf.reduce\_sum(squared\_deltas)  
print(sess.run(loss, {x: [1, 2, 3, 4], y: [0, -1, -2, -3]}))

produciendo el valor de pérdida

23.66

Podríamos mejorar esto manualmente reasignando los valores de Wy bpara los valores perfectos de -1 y 1. Una variable se inicializa al valor proporcionado tf.Variablepero se puede cambiar usando operaciones como tf.assign. Por ejemplo, W=-1y b=1son los parámetros óptimos para nuestro modelo. Podemos cambiar Wy por bconsiguiente:

fixW = tf.assign(W, [-1.])  
fixb = tf.assign(b, [1.])  
sess.run([fixW, fixb])  
print(sess.run(loss, {x: [1, 2, 3, 4], y: [0, -1, -2, -3]}))

La impresión final muestra que la pérdida es ahora cero.

0.0

Adivinamos los valores "perfectos" de Wy b, pero el punto de aprendizaje de la máquina es encontrar automáticamente los parámetros correctos del modelo. Mostraremos cómo lograr esto en la siguiente sección.

API de tf.train

Una discusión completa sobre el aprendizaje automático está fuera del alcance de este tutorial. Sin embargo, TensorFlow proporciona **optimizadores** que cambian lentamente cada variable con el fin de minimizar la función de pérdida. El optimizador más simple es el **descenso gradiente** . Modifica cada variable de acuerdo con la magnitud de la derivada de pérdida con respecto a esa variable. En general, calcular manualmente las derivas simbólicas es tedioso y propenso a errores. Por lo tanto, TensorFlow puede producir automáticamente derivados dada sólo una descripción del modelo utilizando la función tf.gradients. Por simplicidad, los optimizadores normalmente lo hacen por usted. Por ejemplo,

optimizer = tf.train.GradientDescentOptimizer(0.01)  
train = optimizer.minimize(loss)

sess.run(init) # reset values to incorrect defaults.  
for i in range(1000):  
  sess.run(train, {x: [1, 2, 3, 4], y: [0, -1, -2, -3]})  
  
print(sess.run([W, b]))

resultados en los parámetros finales del modelo:

[array([-0.9999969], dtype=float32), array([ 0.99999082],  
 dtype=float32)]

Ahora hemos hecho aprendizaje de máquina real! Aunque hacer esta simple regresión lineal no requiere mucho código de núcleo TensorFlow, modelos y métodos más complicados para alimentar datos en su modelo requieren más código. Por lo tanto, TensorFlow proporciona abstracciones de nivel superior para patrones, estructuras y funcionalidades comunes. Aprenderemos a usar algunas de estas abstracciones en la siguiente sección.

Programa completo

El modelo de regresión lineal manejable completado se muestra aquí:

import tensorflow as tf  
  
# Model parameters  
W = tf.Variable([.3], dtype=tf.float32)  
b = tf.Variable([-.3], dtype=tf.float32)  
# Model input and output  
x = tf.placeholder(tf.float32)  
linear\_model = W \* x + b  
y = tf.placeholder(tf.float32)  
  
# loss  
loss = tf.reduce\_sum(tf.square(linear\_model - y)) # sum of the squares  
# optimizer  
optimizer = tf.train.GradientDescentOptimizer(0.01)  
train = optimizer.minimize(loss)  
  
# training data  
x\_train = [1, 2, 3, 4]  
y\_train = [0, -1, -2, -3]  
# training loop  
init = tf.global\_variables\_initializer()  
sess = tf.Session()  
sess.run(init) # reset values to wrong  
for i in range(1000):  
  sess.run(train, {x: x\_train, y: y\_train})  
  
# evaluate training accuracy  
curr\_W, curr\_b, curr\_loss = sess.run([W, b, loss], {x: x\_train, y: y\_train})  
print("W: %s b: %s loss: %s"%(curr\_W, curr\_b, curr\_loss))

Cuando se ejecuta, produce

W: [-0.9999969] b: [ 0.99999082] loss: 5.69997e-11

Observe que la pérdida es un número muy pequeño (muy cercano a cero). Si ejecuta este programa, su pérdida puede no ser exactamente la misma porque el modelo se inicializa con valores pseudoaleatorios.
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tf.estimator

tf.estimator es una biblioteca TensorFlow de alto nivel que simplifica la mecánica del aprendizaje automático, incluyendo lo siguiente:

* ejecución de bucles de entrenamiento
* ejecución de bucles de evaluación
* gestión de conjuntos de datos

tf.estimator define muchos modelos comunes.

Uso básico

Observe cuánto más sencillo es el programa de regresión lineal con tf.estimator:

import tensorflow as tf  
# NumPy is often used to load, manipulate and preprocess data.  
import numpy as np  
  
# Declare list of features. We only have one numeric feature. There are many  
# other types of columns that are more complicated and useful.  
feature\_columns = [tf.feature\_column.numeric\_column("x", shape=[1])]  
  
# An estimator is the front end to invoke training (fitting) and evaluation  
# (inference). There are many predefined types like linear regression,  
# linear classification, and many neural network classifiers and regressors.  
# The following code provides an estimator that does linear regression.  
estimator = tf.estimator.LinearRegressor(feature\_columns=feature\_columns)  
  
# TensorFlow provides many helper methods to read and set up data sets.  
# Here we use two data sets: one for training and one for evaluation  
# We have to tell the function how many batches  
# of data (num\_epochs) we want and how big each batch should be.  
x\_train = np.array([1., 2., 3., 4.])  
y\_train = np.array([0., -1., -2., -3.])  
x\_eval = np.array([2., 5., 8., 1.])  
y\_eval = np.array([-1.01, -4.1, -7, 0.])  
input\_fn = tf.estimator.inputs.numpy\_input\_fn(  
    {"x": x\_train}, y\_train, batch\_size=4, num\_epochs=None, shuffle=True)  
train\_input\_fn = tf.estimator.inputs.numpy\_input\_fn(  
    {"x": x\_train}, y\_train, batch\_size=4, num\_epochs=1000, shuffle=False)  
eval\_input\_fn = tf.estimator.inputs.numpy\_input\_fn(  
    {"x": x\_eval}, y\_eval, batch\_size=4, num\_epochs=1000, shuffle=False)  
  
# We can invoke 1000 training steps by invoking the  method and passing the  
# training data set.  
estimator.train(input\_fn=input\_fn, steps=1000)  
  
# Here we evaluate how well our model did.  
train\_metrics = estimator.evaluate(input\_fn=train\_input\_fn)  
eval\_metrics = estimator.evaluate(input\_fn=eval\_input\_fn)  
print("train metrics: %r"% train\_metrics)  
print("eval metrics: %r"% eval\_metrics)

Cuando se ejecuta, produce

train metrics: {'loss': 1.2712867e-09, 'global\_step': 1000}  
eval metrics: {'loss': 0.0025279333, 'global\_step': 1000}

Observe cómo nuestros datos del eval tienen una pérdida más alta, pero sigue siendo cercano a cero. Eso significa que estamos aprendiendo adecuadamente.

Un modelo personalizado

tf.estimatorno te bloquea en sus modelos predefinidos. Supongamos que queremos crear un modelo personalizado que no esté incorporado en TensorFlow. Todavía podemos mantener el alto nivel de abstracción del conjunto de datos, alimentación, formación, etc., de tf.estimator. Por ejemplo, mostraremos cómo implementar nuestro propio modelo equivalente a LinearRegressorusar nuestro conocimiento de la API TensorFlow de nivel inferior.

Para definir un modelo personalizado que funcione tf.estimator, necesitamos usarlotf.estimator.Estimator. tf.estimator.LinearRegressores en realidad una subclase de tf.estimator.Estimator. En lugar de subclasificar Estimator, simplemente proporcionamos Estimatoruna función model\_fnque cuenta tf.estimatorcómo puede evaluar las predicciones, los pasos de entrenamiento y la pérdida. El código es el siguiente:

import numpy as np  
import tensorflow as tf  
  
# Declare list of features, we only have one real-valued feature  
def model\_fn(features, labels, mode):  
  # Build a linear model and predict values  
  W = tf.get\_variable("W", [1], dtype=tf.float64)  
  b = tf.get\_variable("b", [1], dtype=tf.float64)  
  y = W \* features['x'] + b  
  # Loss sub-graph  
  loss = tf.reduce\_sum(tf.square(y - labels))  
  # Training sub-graph  
  global\_step = tf.train.get\_global\_step()  
  optimizer = tf.train.GradientDescentOptimizer(0.01)  
  train = tf.group(optimizer.minimize(loss),  
                   tf.assign\_add(global\_step, 1))  
  # EstimatorSpec connects subgraphs we built to the  
  # appropriate functionality.  
  return tf.estimator.EstimatorSpec(  
      mode=mode,  
      predictions=y,  
      loss=loss,  
      train\_op=train)  
  
estimator = tf.estimator.Estimator(model\_fn=model\_fn)  
# define our data sets  
x\_train = np.array([1., 2., 3., 4.])  
y\_train = np.array([0., -1., -2., -3.])  
x\_eval = np.array([2., 5., 8., 1.])  
y\_eval = np.array([-1.01, -4.1, -7, 0.])  
input\_fn = tf.estimator.inputs.numpy\_input\_fn(  
    {"x": x\_train}, y\_train, batch\_size=4, num\_epochs=None, shuffle=True)  
train\_input\_fn = tf.estimator.inputs.numpy\_input\_fn(  
    {"x": x\_train}, y\_train, batch\_size=4, num\_epochs=1000, shuffle=False)  
eval\_input\_fn = tf.estimator.inputs.numpy\_input\_fn(  
    {"x": x\_eval}, y\_eval, batch\_size=4, num\_epochs=1000, shuffle=False)  
  
# train  
estimator.train(input\_fn=input\_fn, steps=1000)  
# Here we evaluate how well our model did.  
train\_metrics = estimator.evaluate(input\_fn=train\_input\_fn)  
eval\_metrics = estimator.evaluate(input\_fn=eval\_input\_fn)  
print("train metrics: %r"% train\_metrics)  
print("eval metrics: %r"% eval\_metrics)

Cuando se ejecuta, produce

train metrics: {'loss': 1.227995e-11, 'global\_step': 1000}  
eval metrics: {'loss': 0.01010036, 'global\_step': 1000}

Observe cómo el contenido de la model\_fn()función personalizada es muy similar a nuestro bucle de formación de modelo manual de la API de nivel inferior.

Próximos pasos

Ahora usted tiene un conocimiento práctico de los fundamentos de TensorFlow. Tenemos varios tutoriales adicionales que puede consultar para obtener más información. Si usted es un principiante en el aprendizaje de máquina ver [MNIST para principiantes](https://www.tensorflow.org/get_started/mnist/beginners) , de lo contrario ver [Deep MNIST para los expertos](https://www.tensorflow.org/get_started/mnist/pros) .